# Введение

*СЛАЙД 1-2*

Сегодня на повестке дня фундаментальный материал по архитектуре приложений и конечно мы коснемся видов архитектуры приложений, чем они отличаются, какие есть плюсы и минусы.

*СЛАЙД 3*

Почему в нашей программе обучения эта тема? Она очень важна, ведь смысл обучения в Geekbrains – постараться выйти на уровень миддлов или хотя бы очень продвинутых джунов. Архитектурой занимаются именно миддлы, хотя могут и сеньоры, и архитекторы.

*СЛАЙД 4*

Рассмотрим возможные виды архитектур, где какая применяется, достоинства и недостатки.

И продолжим делать наш WSGI-фреймворк и будем разбираться с GET- и POST-запросами.

*СЛАЙД 5*

В курсе много абстракций, и паттерны будут абстрактные. Это не конструктор сайтов, где через строго определенные шаги мы собираем веб-приложение.

*СЛАЙД 6*

Идея в том, что, когда разрабатывается программная система, должен быть человек, следящий за этим. К разработке ПО понятие архитектура не очень подходит, но используется и даже существует такая должность – главный архитектор. Это очень престижная должность на Западе. Это человек, создающий каркас программы и следящий, за его поддержанием.

*СЛАЙД 7*

Об архитектуре много говорил Мартин Фаулер. Он много работал с бизнес-системами и впервые ввел понятие архитектуры.

Мартин дал такую формулировку – «.... согласие в вопросе идентификации главных компонентов системы и способов их взаимодействия, а также выбор таких решений, которые интерпретируются как основополагающие и не подлежащие изменению в будущем».

Система растет, включает сложные компоненты и нужен человек, который будет и сможет за ней следить.

Итак, в системе существуют компоненты. Мы их определяем и дальше думаем, как они будут взаимодействовать в системе.

Очень важные слова здесь – «не подлежащие изменению в будущем».

Нам нужно найти такие компоненты и способы их взаимодействия, которые не будут менять в будущем. Именно они и сформируют архитектуру приложения.

Получается, архитектура – это скелет системы.

*СЛАЙД 8*

Джуниор – ему сказали, он выполняет и нужно проверить.

Миддл – ему сказали, он выполняет.

Сеньор – он берет часть системы, проектирует ее, и говорит джуниору или миддлу, какие задачи необходимо выполнить.

Архитектор – отвечает за всю систему (все ПО).

Из диаграммы следует, что основную работу выполняют миддлы и джуниоры.

А архитекторы почти ничего не пишут в плане кода, но получают больше.

*СЛАЙД 9*

Представим, что мы правильно определили архитектуру системы. Т.е. определили, что будет меняться в системе, а что нет.

Что мы получим?

1. *Повысится скорость разработки.* Мы уже будем знать, где конкретно что будет использоваться.
2. *Повысится качество разработки.*
3. *Снижение рисков и провалов.*
4. *Снижение стоимости разработки.*

Если не позаботиться об архитектуре, то эти положительные моменты уйдут в отрицательные.

*СЛАЙД 10*

Давайте посмотрим на таком упрощенном примере, чем отличается архитектура в классическом понимании (Строительство моста) от понимания в контексте Разработки ПО.

Строительство моста:

1. *Наличие проекта.* Когда мы строим мост, то уже все изначально знаем. Мы знаем бюджет предприятия, можем замерить ширину реки, мы знаем, какую массу должен держать мост.
2. *Обратная связь.* Права на ошибку у нас нет, а за жизнь можно построить сколько? Ну 1-10 мостов, вряд ли больше.

Строительство ПО:

Есть шутка, что если бы мы строили мост, как ПО, то получилась бы постройка короче на 3 метра и мы бы потом ее достраивали и в итоге получился бы вообще не мост, а что-то другое и оказалось бы, что этот мост нам совсем не нужен)).

1. *Неопределенность.* Не знаем, для чего система нужна и как будет работать. Сегодня можем делать одно, потом другое, третье и т.д. Поэтому здесь очень важно угадать, что именно меняться не будет.

Считается, что строительство города – ближе к разработке ПО.

Мы проектируем город, но не знаем, как там потом жители будут жить.

Мы просто делаем сектора – для жизни, промышленности и т.д.

1. *Метод грубой силы.* Мы можем совершить ошибку и при этом успешно ее исправить. И даже не единожды.

Делаем. Получаем ошибки, переделываем и т.д.

За жизнь можем поработать во многих больших и малых проектах.

*СЛАЙД 11*

Что нам предлагается сделать, чтобы разработать архитектуру системы?

1. *Создавайте с расчетом на будущее.* Обычно конкретных инструкций нет и нам приходится угадывать, опираясь на личный опыт. Угадать, что будет меняться в будущем, а что не будет. По моему опыту, будет меняться практически все, кроме бизнеса. Поэтому вскоре нам предложат использовать DDD. Что это, скоро узнаем. Поэтому предполагайте, что будет меняться практически все.
2. *Учитывайте вновь возникающие требования.* Это означает – решайте проблемы по мере их поступления.
3. *Используйте UML.* Визуализируйте все ваши задумки через графические представления. Это позволяет взглянуть на проблему с разных сторон.

*СЛАЙД 12*

1. *Используйте модели и визуализацию.* То же самое, что и пункт 3. Но отличие в том, что можно представить не в UML, а в каком-то другом формате.
2. *Используйте DDD.* Это очень важное понятие, его нужно запомнить.

Это разработка на базе домена (на основании предметной области).

*СЛАЙД 13*

Предметная область – это именно та задача, которую мы решаем.

Почему нам предлагается проектировать на ее основе?

Например, нам нужно сделать онлайн-магазин.

И предметная область здесь – это заказы, покупатели, товары, категории, корзина и т.д.

Например, мы делаем систему бух. учета.

И предметная область здесь – регламентный отчет, квартальный отчет, дебет, кредит, расчет зарплаты, сотрудники и все остальное, что относится к нашей задаче.

Например, мы делаем сайт по обучению йоге.

И предметная область здесь – поза, движение, тренер,

Т.Е это именно то, с чем мы работаем в проекте.

СМЫСЛ DDD – нам предлагают проектировать систему так, чтобы туда входили сущности, которые относятся именно к предметной области.

В Джанго – это модели.

В других проектах это может быть процедурное программирование – создание регламентного отчета, выдача ЗП сотрудникам и т.д. Это будут не классы, а функции, но тоже на основе предметной области.

Здесь есть очень важный момент.

Вернемся к формулировке Фаулера – “угадать не подлежащие изменению в будущем”

И вот эти наши компоненты выше – это единственное, что меняться не будет и это нам предлагается взять за основу.

Еще пример!

У нас есть фирма, занимающаяся перевозкой грузов. Раньше грузы возились на лошадях. А сейчас они возят на танкерах. Но задача фирмы от этого не изменилась. Они все также возят грузы.

Например, если ранее мы сделали класс Order, указав получателя, отправителя и т.д., то перейдя от лошадей к танкерам, ничего в контексте заказа не изменится.

Если бы мы проектировали не на основе DDD, например, написали скрипт, делающий что-то, нам бы пришлось его переписывать полностью.

*СЛАЙД 12*

1. *Выявляйте ключевые инженерные решения.*

Они вам пригодятся, как шаблоны.

1. *Усложняйте дизайн постепенно.*

Иначе что-то придется переделывать, а это лишняя работа.

*СЛАЙД 14*

Перейдем к понятию хорошей архитектуры, ведь нам нужно понять, что это и определить ее признаки.

1. **Эффективность**. Наша бизнес-система должна работать. Выполнять свою задачу.
2. Тестируемость. Это, во-первых, то, что система работает, т.е. эффективность, а во-вторых, то, что ее можно разделить на компоненты (модули) и протестить их работу. Менять не всю систему целиком, а только некоторую ее часть.
3. Стоимость. Чем меньше стоит, то вроде бы лучше. Но при сохранении эффективности.
4. Сложность. Если эффективна, то чем проще, тем лучше.
5. Универсальность. Бывает с гибкостью, этакий трансформер, но противоречит тогда сложности. Чем универсальнее, тем сложнее.
6. Целесообразность. Философский критерий. А нужна ли вообще такая система?
7. Понятная. Сопровождаемая и масштабируемая.
8. **Расширяемость**.
9. **Гибкость**.
10. Сопровождаемость. Можно подключить новых разработчиков.
11. Масштабируемость. Железо и разработчики. Накрутить серверов на систему. Кстати, WSGI это позволяет. Джанго-приложение можно раскидать по серверам и нагрузка будет по ним распределяться.

Разрабам нужно раскидать модули.

Давайте оценим применимость этих критериев к нашей задаче – созданию фреймворка.

Но есть важный момент – это не совсем бизнес-система. Это вспомогательная система для создания бизнес-системы (сайт).

- **модульная**. Разбита на компоненты.

- **сложность**. Должна быть по возможности простой.

- **понятность**. Хороший задокументированный код с правильным стилем имен переменных, ф-ций и т.д.

- **расширяемость**. У нас уже есть обработка GET и POST-запросов. А мы хотим еще сделать обработку POST-запросов (хотим сделать еще REST-фреймворк). Если мы это не вложили в систему, придется переписывать.

-**сопровождаемость**. Имеем возможность подключить разработчиков для самого фреймворка, для шаблонизатора, сам сайт будет делать третий и т.д.

-**создавайте с расчетом на будущее**. Может хотим добавить обработку json, текста, а не только html, как сейчас.

-**использовать uml**. Строим диаграмму системы.

- **использовать DDD**. Чем занимается фреймворк? Обработкой запросов отправкой ответов. Можно заранее заготовить набор методов, например, get\_request, front\_controllers, можно отдельный метод 404.

*СЛАЙД 15*

Перейдем к рассмотрению эрозии архитектуры.

Эрозия будет всегда и это необратимый процесс. Любая классная система устаревает!

Причины:

* Отсутствие тестирования
* Отсутствие документации
* Не модульность (сильно связанные компоненты)
* Отсутствие взаимодействия в команде
* Разрозненная разработка (когда сам что-то делаешь, не опираясь на ТЗ и т.д.)
* Не учитывание возможных изменений.

НО! Самое плохое – использование временных уродливых решений, хотя и быстрых (костылей).

Бизнес будет меняться быстро, и мы будем стараться внести быстро и изменения, но это будет уродливо. Поэтому эрозия неизбежна.

Поэтому, чем лучше применяются принципы, рассмотренные выше, тем эрозия происходит медленнее.

Чаще она происходит в жёстких системах, с хардкодом и т.д.

*СЛАЙД 16*

Можно ли восстановить архитектуру?

Это возможно, поговорим позднее!

*СЛАЙД 17*

Переходим к видам архитектур!

Часть вы знаете. Они фундаментальные, но мы рассмотрим и парочку новых!

*СЛАЙД 18*

**КЛИЕНТ-СЕРВЕРНАЯ**

Вернемся к формулировке Фаулера. Теперь поговорим о компонентах и особенностях их взаимодействия.

Самый простой пример – веб-сервер или сервер БД.

ПЛЮСЫ:

-высокая безопасность. Имеется в виду контроль, т.к. все лежит на сервере.

-простое администрирование.

-простота обслуживания. Все хранится на сервере, а нам лишь необходимо сделать интерфейс и пусть клиент подключается.

МИНУСЫ:

* Тенденция связывания данных и бизнес-приложений. Имеется в виду моделей и БД. Слава богу, что в Джанго за нас это делает ORM.
* Зависимость от центрального сервера. Упадет или будет блокирован Роскомнадзором.

*СЛАЙД 19*

**МНОГОСЛОЙНАЯ**

Классическая программа на Python, Java. Другое название – «монолит». Состоит из слоев.

ПЛЮСЫ:

-каждый слой независим

-его можно по-разному реализовать

-стандартизация.

Есть импорты, один слой использует другой и т.д.

МИНУСЫ:

-слои разбивают приложение по функциям, а не по смыслу. Нелогичная разбивка слоев.

-каскад изменения в слоях. Изменился один слой -> изменился и другой.

-чрезмерное расслоение может понизить производительность.

*СЛАЙД 20*

Но эти слои – как большая программа, написанная на Python.

Эта архитектура очень популярная, удобная, пока программа не перерастает во что-то огромное – в эдакий монолит.

*СЛАЙД 21*

**ПРОЕКТИРОВАНИЕ НА ОСНОВЕ ПРЕДМЕТНОЙ ОБЛАСТИ**

Это когда архитектура основана на слое Модели, и мы разрабатываем ее с учетом предметной области.

Определяем сущности и правила их взаимодействия.

ПЛЮСЫ:

-упрощает обмен информацией. Что в жизни, то и в программе.

-упрощает модификацию при изменении внешних условий. Например, мы сделали класс Покупатель. У него был метод «купить по кредитке», а стал «купить за наличку». Просто берем класс и добавляем новый метод.

-объекты предметной области прекрасно тестируются.

МИНУСЫ:

-иногда падает производительность

- плохо «ложится» на реляционные БД. Сами данные тяжело хранить. ORM это решает, но только отчасти.

*СЛАЙД 22*

**СЕРВИСНО-ОРИЕНТИРОВАННАЯ АРХИТЕКТУРА**

Сравним ее схематично с другими видами.

*СЛАЙД 23*

Монолитная программа. Пишется обычно на каком-то одном языке. Например, на Джанго. И обычно это одна БД.

SOA. Когда программа вырастает, мы делим ее на несколько частей. Но остается связь с одной БД.

Микросервисная. Делим на сервисы, плюс добавляем независимость от одной БД. Каждый сервис изолирован и у каждого своя БД. И сервисы маленького размера.

Как отличить вторую от третьей:

1. В третьей сервисы меньше.
2. Разные БД.

Зачем нужны 2-я и 3-я? Сделать системы более гибкими, когда сервис – одна минипрограмма. Сервисы в одной системе могут быть на разных языках.

ПЛЮСЫ:

-разделяет функции на отдельные слабо связанные блоки. По сути, каждый блок – это своя программа.

-стандартизованные интерфейсы. Речь об интерфейсах взаимодействия этих блоков. Т.е. они, например по сети общаются.

-мультиплатформенность. Быстрое изменение функционала. Каждая программа пишется на своем языке, поэтому ее можно быстро менять.

МИНУСЫ:

-требует инфраструктуры. Нужен архитектор, который будет за всем следить. Нужно много маленьких команд (на каждый сервис) и нужен DevOps-инженер (человек, который все правильно настроит).

*СЛАЙД 24*

Шина сообщений. Это уже развитие микросервисной архитектуры или SOA-архитектуры. Когда нужно подружить несколько мини-программ – «сервисов».

*СЛАЙД 25*

Мы можем «подружить» их через сетевые вызовы (через REST API), а можем через общую шину сообщений (брокер сообщений), например, RabbitMQ. Эти сервисы управляют шиной сообщений. И в которые складывают данные одни сервисы и забирают данные другие.

Переходим к примерам. Они несложные. В ДЗ их нужно будет «подружить» со своим фреймворком.

*СЛАЙД 28-29*

Но сначала о самом задании! Пока у нас были реализованы только GET-запросы без данных.

Нам нужно научиться разделять GET и POST запросы.

*СЛАЙД 30*

Последовательность действий:

0 – нужно понять, когда GET, а когда POST-запрос.

1 – добавить получение данных из POST-запроса, когда мы форму отправили.

2 – добавить получение данных из GET-запроса. Когда форму отправили GET-запросом или параметры передали в адресной строке.

…

cd /mnt/

cd c

cd Users/Дмитрий/Desktop

cd Архитектура\ и\ шаблоны\ проектирования\ на\ Python/

cd Урок\_2

cd Урок\ 2.\ Коды\ к\ уроку/

clear

Разделим запрос на GET и POST

**Листинг 1. get\_post.py**

|  |
| --- |
| def application(environ, start\_response):  *"""  :param environ: словарь данных от сервера  :param start\_response: функция для ответа серверу  """  # Метод которым отправили запрос* method = environ[**'REQUEST\_METHOD'**]  print(**'method'**, method)  start\_response(**'200 OK'**, [(**'Content-Type'**, **'text/html'**)])  return [b'Hello world from a simple WSGI application!']  *# gunicorn # pip install gunicorn # gunicorn get\_post:application  # uwsgi # pip install uwsgi # uwsgi --http :8000 --wsgi-file get\_post.py* |

У нас есть environ, в котором лежат данные о запросе и есть **'REQUEST\_METHOD'**.

Снова запускаем.

*uwsgi --http :8000 --wsgi-file get\_post.py*

Результат:
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![](data:image/png;base64,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)

Переходим к get\_data. Что это?

**Листин 2. get\_data.py**

|  |
| --- |
| def parse\_input\_data(data):  result = {}  if data:  *# делим параметры через &* params = data.split(**'&'**)  for item in params:  *# делим ключ и значение через =* k, v = item.split(**'='**)  result[k] = v  return result   def application(environ, start\_response):  *"""  :param environ: словарь данных от сервера  :param start\_response: функция для ответа серверу  """  # получаем параметры запроса* query\_string = environ[**'QUERY\_STRING'**]  print(query\_string)  *# превращаем параметры в словарь* request\_params = parse\_input\_data(query\_string)  print(request\_params)  start\_response(**'200 OK'**, [(**'Content-Type'**, **'text/html'**)])   return [b'Hello world from a simple WSGI application!']  *# gunicorn # pip install gunicorn # gunicorn get\_data:application  # uwsgi # pip install uwsgi # uwsgi --http :8000 --wsgi-file get\_data.py* |

Как передать данные в GET-запрос?
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Снова запускаем.

*uwsgi --http :8000 --wsgi-file get\_data.py*

И вводим указанный выше запрос.

<http://127.0.0.1:8000?id=1&category=10>

Результат:
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Нам нужно эти параметры оттуда достать и разделить!

Смотрим код. В коде у нас есть query\_string

Что это?
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Теперь все это мы разделяем ф-цией parse\_input\_data

Теперь самый сложный пример

**Листинг 3. post\_data.py**

|  |
| --- |
| def parse\_input\_data(data: str):  result = {}  if data:  *# делим параметры через &* params = data.split(**'&'**)  for item in params:  *# делим ключ и значение через =* k, v = item.split(**'='**)  result[k] = v  return result   def get\_wsgi\_input\_data(env) -> bytes:  *# получаем длину тела* content\_length\_data = env.get(**'CONTENT\_LENGTH'**)  *# приводим к int* content\_length = int(content\_length\_data) if content\_length\_data else 0  *# считываем данные если они есть* data = env[**'wsgi.input'**].read(content\_length) if content\_length > 0 else b''  return data   def parse\_wsgi\_input\_data(data: bytes) -> dict:  result = {}  if data:  *# декодируем данные* data\_str = data.decode(encoding=**'utf-8'**)  *# собираем их в словарь* result = parse\_input\_data(data\_str)  return result   def application(environ, start\_response):  *"""  :param environ: словарь данных от сервера  :param start\_response: функция для ответа серверу  """  # получаем данные* data = get\_wsgi\_input\_data(environ)  *# превращаем данные в словарь* data = parse\_wsgi\_input\_data(data)  print(data)  start\_response(**'200 OK'**, [(**'Content-Type'**, **'text/html'**)])   return [b'Hello world from a simple WSGI application!']  *# gunicorn # pip install gunicorn # gunicorn post\_data:application  # uwsgi # pip install uwsgi # uwsgi --http :8000 --wsgi-file post\_data.py* |

Почти все то же самое, но данные в пост-запросе у нас идут в байтах и их нужно декодировать.

Приходит environ -> data = get\_wsgi\_input\_data(environ)

**CONTENT\_LENGTH** – длина тела данных

Функция get\_wsgi\_input\_data вернет нам данные (в байтах).

Считываем определенный кусок данных.

*# считываем данные если они есть*data = env[**'wsgi.input'**].read(content\_length) if content\_length > 0 else b''

Итак, мы взяли данные в байтах. Теперь берем parse\_wsgi\_input\_data и отправляем туда байты (тело пост-запроса).

Декодируем и они придут в таком же формате, что и в GET-запросе.

Т.е. после декодирования они будут в таком виде:
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Берем уже знакомую функцию parse\_input\_data, она вернет словарь.

РЕЗЮМИРУЕМ:

Разделяем запросы на GET и POST.

Если у нас GET-запрос, то просто разделяем параметры через функцию parse\_input\_data

Если у нас POST-запрос, то понадобится эта же функция parse\_input\_data

чтобы поделить, еще одна ф-ция parse\_wsgi\_input\_data, чтобы декодировать ответ.

Ну а данные…они вот они

env.get(**'CONTENT\_LENGTH'**)

env[**'wsgi.input'**]

Вам нужно все это внедрить в свой фреймворк и сделать форму для обработки POST-запроса!